Q.1 <https://www.geeksforgeeks.org/problems/minimum-spanning-tree/1>

IN MST we are greedy each node for taking adjancent we are seeing which edge weight is minimum this we do for all node

* So to solve the MST problem we used greedy logic and prim’s Algo
* First declare visited array of V and also create adjacency list if not given
* Create min heap
* Push start wt=0 and node=0
* While !pq.empty()
* Take out dist ,node
* Check if that node is visited no further execution of code do continue
* If’ node not visited mark them visited and wt to the sum
* Iterate through adjacency list
* Finout adjNode and wt if adjNode not vis push into queue wt,adjNode
* At last return sum

|  |
| --- |
| int spanningTree(int n, vector<vector<int>> adj[])  {  // code LogE for push into pq  priority\_queue<pair<int,int>,  vector<pair<int,int>>,  greater<pair<int,int>>> pq;  vector<int> vis(n,0);  pq.push({0,0});  int sum=0;  //this will run E time  while(!pq.empty())  {  int wt=pq.top().first;  int node=pq.top().second;  pq.pop();  // cout<<node<<endl;  if(vis[node]==1) continue;    vis[node]=1;    sum+=wt;  for(auto it:adj[node])  {  int adjNode=it[0];  int adjWt=it[1];  if(!vis[adjNode])  {  pq.push({adjWt,adjNode});  }  }  }  return sum;  } |
|  |

sTC: O(ElogE) SC:O(V)

Q.3 <https://www.geeksforgeeks.org/problems/disjoint-set-union-find/1?utm_source=youtube&utm_medium=collab_striver_ytdescription&utm_campaign=disjoint-set-union-find>

|  |
| --- |
| int find(int A[],int X)  {  //add code here  if(A[X]==X) return X;    else return A[X]=find(A,A[X]);    }  void unionSet(int A[],int X,int Z)  {  //add code here.    int X\_Parent=find(A,X);  int Z\_Parent=find(A,Z);    if(X\_Parent==Z\_Parent) return;    A[X\_Parent]=Z\_Parent;  } |

TC: O(4Alpha) SC:O(N)

Q.4 <https://www.naukri.com/code360/problems/kruskal-s-minimum-spanning-tree-algorithm_1082553?leftPanelTabValue=PROBLEM>

* So the kruskal Algo is implemented in 2 ways
* 1.union by rank
* 2.union by size
* So main logic
* 1. To find parent
* 2.perform union
* 1.Let’s see union by rank
* Here we are creating one class their we declare parent and rank vector
* Then write constructor

Resize parent and rank by 0

Iterate parent array assign it’s parent that i itself

* Find function

Here if we get node==parent[node] that means it’s top level guy who hasn’t had parent he is parent of that set so return that node

If not then return parent[node]=find(parent[node])

* Union:

1.find the parent of both node

If(both parent are same then return because they are in same set

2.check rank of first node if it’s less then first node parent=second node parent

3.if first node parent rank > then make first node parent of second node parent

3.else equal make anyone parent

Increase rank of parent by 1 which you’re make

* 2. Union by size
* Same as above just change in Union function
* Same logic just we have add size of anoth parent\_node size into node who has greater size

|  |
| --- |
| class disJointSet  {        public:          vector<int> parent,rank;          disJointSet(int n)          {              parent.resize(n+1);              rank.resize(n+1,0);              for(int i=0;i<=n;i++)              {                  parent[i]=i;              }          }          int Find(int node)          {              if(node==parent[node])              {                  return node;              }              return parent[node]=Find(parent[node]);          }          void Union(int node1,int node2)          {              int node1\_p=Find(node1);              int node2\_p=Find(node2);              if(node1\_p==node2\_p) return;              if(rank[node1\_p] < rank[node2\_p])              {                  parent[node1\_p]=node2\_p;                }              else if(rank[node1\_p] > rank[node2\_p])              {                  parent[node2\_p]=node1\_p;                }              else              {                  parent[node2\_p]=node1\_p;                  rank[node1\_p]+=1;              }          }  };  bool compare(vector<int> &a,vector<int> &b)  {      return a[2]<b[2];  }  int kruskalMST(int n, vector<vector<int>> &edges)  {      // Write your code here.      // vector<pair<int,pair<int,int>>> adj[n+1];      int mst=0;      sort(edges.begin(),edges.end(),compare);      disJointSet ds(n);      for(int i=0;i<edges.size();i++)      {          int u=edges[i][0];          int v=edges[i][1];          int wt=edges[i][2];          // adj[i].push\_back({wt,{u,v}});            if(ds.Find(u)!=ds.Find(v))          {              mst+=wt;              ds.Union(u,v);          }      }        return mst;  } |

|  |
| --- |
| class disJointSet  {        public:          vector<int> parent,rank;          disJointSet(int n)          {              parent.resize(n+1);              rank.resize(n+1,0);              for(int i=0;i<=n;i++)              {                  parent[i]=i;              }          }          int Find(int node)          {              if(node==parent[node])              {                  return node;              }              return parent[node]=Find(parent[node]);          }          void Union(int node1,int node2)          {              int node1\_p=Find(node1);              int node2\_p=Find(node2);              if(node1\_p==node2\_p) return;              if(rank[node1\_p] < rank[node2\_p])              {                  parent[node1\_p]=node2\_p;                }              else if(rank[node1\_p] > rank[node2\_p])              {                  parent[node2\_p]=node1\_p;                }              else              {                  parent[node2\_p]=node1\_p;                  rank[node1\_p]+=1;              }          }  };  bool compare(vector<int> &a,vector<int> &b)  {      return a[2]<b[2];  }  int kruskalMST(int n, vector<vector<int>> &edges)  {      // Write your code here.      // vector<pair<int,pair<int,int>>> adj[n+1];      int mst=0;      sort(edges.begin(),edges.end(),compare);      disJointSet ds(n);      for(int i=0;i<edges.size();i++)      {          int u=edges[i][0];          int v=edges[i][1];          int wt=edges[i][2];          // adj[i].push\_back({wt,{u,v}});            if(ds.Find(u)!=ds.Find(v))          {              mst+=wt;              ds.Union(u,v);          }      }        return mst;  } |

|  |
| --- |
| **Theory on DisJointSet and Union-Find**  The concepts of **disjoint sets** and **union-find** are crucial in graph theory, particularly in algorithms involving connected components, minimum spanning trees, and network connectivity. Let’s break down each concept.  **1. Disjoint Sets (Union-Find Data Structure)**  A **disjoint set** (or union-find) is a data structure that keeps track of a partition of a set into disjoint (non-overlapping) subsets. It supports two primary operations:   * **Union**: Merges two sets into one. * **Find**: Identifies which set a particular element belongs to. This can be used to check if two elements are in the same set.   The union-find data structure is particularly useful when you need to manage and merge sets dynamically.  **2. Operations in Union-Find**  **1. Find**   * **Purpose**: Determine the root or representative of the set containing a particular element. * **Implementation**: Typically implemented with path compression, where we make the tree flatter by making every node point directly to the root.   **2. Union**   * **Purpose**: Merge two sets into a single set. * **Implementation**: Typically implemented with union by rank or union by size, where we always attach the smaller tree under the root of the larger tree to keep the structure balanced.   **3. How It Works in Graphs**  Union-Find is commonly used in graph algorithms, particularly for:   * **Detecting Cycles**: In an undirected graph, we can use the union-find algorithm to detect cycles. If two vertices are already in the same set and we attempt to union them, this means adding this edge would form a cycle. * **Kruskal’s Algorithm**: For finding the Minimum Spanning Tree (MST) of a graph, Kruskal’s algorithm sorts all the edges by weight and adds them one by one, using the union-find structure to ensure no cycles are formed.   **4. Example of Union-Find in Practice**  Imagine you have a graph with 6 vertices:   1. Start with each vertex in its own set: {1}, {2}, {3}, {4}, {5}, {6}. 2. For each edge, perform a union operation if the vertices are in different sets:    * Edge (1, 2): Union {1} and {2} → {1, 2}, {3}, {4}, {5}, {6}    * Edge (2, 3): Union {1, 2} and {3} → {1, 2, 3}, {4}, {5}, {6}    * And so on. 3. Use the find operation to determine if adding an edge would form a cycle.   **5. Efficiency**   * **Time Complexity**: The operations are nearly constant time, specifically O(α(N)), where α(N) is the inverse Ackermann function, which grows extremely slowly, making it very efficient for large datasets.   **Summary**  The union-find data structure is a powerful tool in graph algorithms for managing disjoint sets, allowing for efficient union and find operations, which are fundamental in tasks like cycle detection and constructing minimum spanning trees |

TC:O(4alpha) SC:O(V)

Q.5 <https://leetcode.com/problems/number-of-operations-to-make-network-connected/description/>

There are n computers numbered from 0 to n - 1 connected by ethernet cables connections forming a network where connections[i] = [ai, bi] represents a connection between computers ai and bi. Any computer can reach any other computer directly or indirectly through the network.

You are given an initial computer network connections. You can extract certain cables between two directly connected computers, and place them between any pair of disconnected computers to make them directly connected.

Return *the minimum number of times you need to do this in order to make all the computers connected*. If it is not possible, return -1.

**Example 1:**

![](data:image/png;base64,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)

**Input:** n = 4, connections = [[0,1],[0,2],[1,2]]

**Output:** 1

**Explanation:** Remove cable between computer 1 and 2 and place between computers 1 and 3.

**Example 2:**

![](data:image/png;base64,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)

**Input:** n = 6, connections = [[0,1],[0,2],[0,3],[1,2],[1,3]]

**Output:** 2

* So here what I did is I used DSU-find technique or logic
* First we have to cnt extra no edges that edges are removed then also that network or component is still connect
* And we have count no of component or network set
* So one thing to observe is that if that n set or N component or N network set for connecting it we need N-1 edges
* So as it is Implement DSU class
* Then iterate through edges check if they are in same component or network set that mean same parent then do extraedges++ or else

Do union of it

* For count component it’s fix that their will only one parent of each set so if their 3 component then there are 3 parent that means i==parent[i]
* So iterate through vertices check whose parent[i]==i do component++
* After that ans=component-1
* Check if extraedges>=ans then return or else return -1

|  |
| --- |
| class Dsu  {      public:      vector<int>  parent,size;      Dsu(int n)      {          parent.resize(n);          size.resize(n,1);          for(int i=0;i<n;i++)          {              parent[i]=i;          }      }      int find(int node)      {          if(parent[node]==node) return node;          return parent[node]=find(parent[node]);      }      void Union(int n1,int n2)      {          int ul\_n1=find(n1);          int ul\_n2=find(n2);          if(ul\_n1==ul\_n2) return;          if(size[ul\_n1] > size[ul\_n2])          {              parent[ul\_n2]=ul\_n1;              size[ul\_n1]+=size[ul\_n2];          }          else if(size[ul\_n1] < size[ul\_n2])          {              parent[ul\_n1]=ul\_n2;              size[ul\_n2]+=size[ul\_n1];          }          else          {              parent[ul\_n1]=ul\_n2;              size[ul\_n2]+=size[ul\_n1];          }      }  };  class Solution {  public:      int makeConnected(int n, vector<vector<int>>& connections) {          int cntExtraEdges=0;          Dsu ds(n);          for(auto it:connections)          {              int u=it[0];              int v=it[1];              if(ds.find(u)==ds.find(v))              {                  cntExtraEdges++;              }              else              {                  ds.Union(u,v);              }          }          int Component=0;         for(int i=0;i<n;i++)         {          if(ds.parent[i]==i) Component++;         }          int ans=Component-1;          if(cntExtraEdges>=ans) return ans;          return -1;        }  }; |

TC:O(N+M)+O(N) +O(4alpha)

SC:O(N)

Q.6 <https://leetcode.com/problems/most-stones-removed-with-same-row-or-column/submissions/1367468107/>

* First, from the stone information, we will find out the maximum row and the maximum column number so that we can get an idea about the size of the 2D plane(i.e. nothing but a matrix).
* Then, we need to create a disjoint set of sizes (maximum row index+maximum column index). For safety, we may take a size one more than required.
* Now it’s time to connect the cells having a stone. For that we will loop through the given cell information array and for each cell we will extract the row and the column number and do the following:
  + First, we will convert column no. to (column no. + maximum row index +1).
  + We will perform the union(***either unionBySize() or unionByRank()***) of the row number and the converted column number.
  + We will store the row and the converted column number in a map data structure for later use.
* Now, it’s time to calculate the number of components and for that, we will count the number of ultimate parents. Here we will refer to the previously created map.
  + We just need the nodes in the Disjoint Set that are involved in having a stone. So we have stored the rows and the columns in a map in step 3.3, as they will have stones. Now we just need to check them from the map data structure once for getting the number of ultimate parents.
* Finally, we will subtract the no. of components(i.e. no. of ultimate parents) from the total no. of stones and we will get our answer.

|  |
| --- |
| class Dsu  {      public:      vector<int>  parent,size;      Dsu(int n)      {          parent.resize(n+1);          size.resize(n+1);          for(int i=0;i<=n;i++)          {              parent[i]=i;              size[i]=1;          }      }      int find(int node)      {          if(parent[node]==node) return node;          return parent[node]=find(parent[node]);      }      void unionBySize(int n1,int n2)      {          int ul\_n1=find(n1);          int ul\_n2=find(n2);          if(ul\_n1==ul\_n2) return;          if(size[ul\_n1] > size[ul\_n2])          {              parent[ul\_n2]=ul\_n1;              size[ul\_n1]+=size[ul\_n2];          }          else if(size[ul\_n1] < size[ul\_n2])          {              parent[ul\_n1]=ul\_n2;              size[ul\_n2]+=size[ul\_n1];          }          else          {              parent[ul\_n1]=ul\_n2;              size[ul\_n2]+=size[ul\_n1];          }      }  };  class Solution {  public:      int removeStones(vector<vector<int>>& stones) {            int maxRow=INT\_MIN,maxCol=INT\_MIN;          int n=stones.size();          for(auto it:stones)          {              maxRow=max(maxRow,it[0]);              maxCol=max(maxCol,it[1]);          }            Dsu ds(maxRow + maxCol +1 );          unordered\_map<int,int> uniqueStones;          for(auto it:stones)          {              int rowNode=it[0];              int colNode=it[1]+maxRow+1;              ds.unionBySize(rowNode,colNode);              uniqueStones[rowNode]=1;              uniqueStones[colNode]=1;          }          int cnt=0;            for(auto it:uniqueStones)          {              if(ds.find(it.first)==it.first) cnt++;          }          return n-cnt;        }  }; |

TC:O(4lpha)+O(n)+O(map size) SC:O(maxRow+maxCol+1)

Q.7 <https://leetcode.com/problems/accounts-merge/>

🡪so here we have to Merge Account according email if the 2 of the person has same email then merge those account

* So write DisJoint-Union-Find for Merging account those having same email write whole class
* Second thing iterate through list i=0 to <n and inside it j=1 and j<n

Because for oth position at j there will be name so no need to check after that check if that mail is not in unordered\_map then assign mp[mail]=i

If’ it’s in map then do union

* Iterate through map before that create list of vector type and assign each mail to it’s correct parent
* Declare 2d string vector now iterate through that list i=0 to i<n and declare temp vector add name value in temp after that sort mergelist[i]

Then iterate through mergeList[i] takout one email and push\_back in after for loop push back 1d temp into 2d vector

* At last return 2d vector

|  |
| --- |
| class Dsu  {      public:      vector<int> parent,rank;      Dsu(int n)      {          parent.resize(n);          rank.resize(n,0);          for(int i=0;i<n;i++)          {              parent[i]=i;          }      }      int find(int node)      {          if(node==parent[node]) return node;          return parent[node]=find(parent[node]);      }      void unionByRank(int node1,int node2)      {          int ul\_p1=find(node1);          int ul\_p2=find(node2);          if(ul\_p1==ul\_p2) return;          if(rank[ul\_p1] > rank[ul\_p2])          {              parent[ul\_p2]=ul\_p1;          }          else if(rank[ul\_p1] < rank[ul\_p2])          {              parent[ul\_p1]=ul\_p2;          }          else          {              parent[ul\_p1]=ul\_p2;              rank[ul\_p2]+=1;          }      }  };  class Solution {  public:      vector<vector<string>> accountsMerge(vector<vector<string>>& accounts) {          int n=accounts.size();          Dsu ds(n);          unordered\_map<string,int> mailToNode;          for(int i=0;i<n;i++)          {              for(int j=1;j<accounts[i].size();j++)              {                  string mail=accounts[i][j];                  if(mailToNode.find(mail)==mailToNode.end())                  {                      mailToNode[mail]=i;                  }else                  {                      ds.unionByRank(i,mailToNode[mail]);                  }              }          }           vector<string> Mergedmail[n];          for(auto it:mailToNode)          {              string mail=it.first;              int node=ds.find(it.second);              Mergedmail[node].push\_back(mail);          }          vector<vector<string>> ans;          for(int i=0;i<n;i++)          {              vector<string> temp;              if(Mergedmail[i].size()==0) continue;              sort(Mergedmail[i].begin(),Mergedmail[i].end());              temp.push\_back(accounts[i][0]);              for(auto it:Mergedmail[i])              {                  temp.push\_back(it);              }              ans.push\_back(temp);          }          return ans;        }  }; |

TC:O(N\*M+LogN) SC:O(N\*M)

Q.8 <https://www.naukri.com/code360/problems/number-of-islands-ii_1266048>

* After each query we have to tell how many islands are their
* First declare visited vector take one cnt=0
* Iterate in queries
* Take out row and col
* Check if that is visited if yes then ans.push\_back(cnt)
* If not then mark visited[row][col]=1 and cnt++
* Iterate through it’s 4 direction take out it’s adjacent check they are valid if it is
* For node=row\*m+col and adjNode=nr\*m+nc
* If node and adjNode haven’t had same parent then decrement cnt do unionBySize on them or rank
* After for loop push back cnt into ans
* At last return ans

|  |
| --- |
| class Dsu  {      public:      vector<int> parent,rank;      Dsu(int n)      {          parent.resize(n+1);          rank.resize(n+1,0);          for(int i=0;i<n;i++)          {              parent[i]=i;          }      }      int find(int node)      {          if(parent[node]==node) return node;          return parent[node]=find(parent[node]);      }      void unionByRank(int node1,int node2)      {          int ul\_p1=find(node1);          int ul\_p2=find(node2);          if(ul\_p1==ul\_p2) return;          if(rank[ul\_p1] > rank[ul\_p2])          {              parent[ul\_p2]=ul\_p1;          }          else if(rank[ul\_p2] > rank[ul\_p1])          {              parent[ul\_p1]=ul\_p2;          }          else{              parent[ul\_p2]=ul\_p1;              rank[ul\_p1]+=1;          }      }  };  bool isValid(int row,int col,int n,int m)  {      return row>=0 && row<n && col>=0 && col<m;  }  vector<int> numOfIslandsII(int n, int m, vector<vector<int>> &q){      // Write your code here.      vector<vector<int>> vis(n,vector<int>(m,0));      int cnt=0;      vector<int> ans;      int drow[]={-1,0,1,0};      int dcol[]={0,-1,0,1};      Dsu ds(n\*m);      for(auto it:q)      {          int row=it[0];          int col=it[1];          if(vis[row][col]==1)          {              ans.push\_back(cnt);              continue;          }          vis[row][col]=1;          cnt++;          for(int i=0;i<4;i++)          {                    int adjRow=row+drow[i];                  int adjCol=col+dcol[i];                  if(isValid(adjRow,adjCol,n,m))                  {                      if(vis[adjRow][adjCol]==1)                      {                          int node=row\*m+col;                          int adjNode=adjRow\*m+adjCol;                          if(ds.find(node)!=ds.find(adjNode))                          {                              cnt--;                              ds.unionByRank(node, adjNode);                          }                      }                  }            }              ans.push\_back(cnt);        }      return ans;  } |

TC:O(N\*M\*4)+O(4alpha) SC:O(N\*M)

Q.9 <https://leetcode.com/problems/making-a-large-island/>

* So here we have to change at most one 0 to 1 and then return largest island
* First write DisJointSet by size for it
* Make Dsu(n\*n)
* Row =0 to row < n

Same col=0 and col<n if grid[row][col]==0 then continue

Check it’s adjacent 4 direction check they valid and also has grid[nr][nc]==0 findout it’s position in parent like

Node=row\*n+col adjNode=nr\*n+nc

Do union of node and adjNode

* Same as above iterate 2 for loop declare set here if grid[row][col]==1 continue check it’s adjacent they valid also has grid[nr][nc]==1 if that the case
* Then adjNode=nr\*n+nc and set.insert(ds.find(adjNode))
* After 4 direction take one total\_size=0
* Iterate through set and total\_size+=ds.size[it]
* Update max size
* After this 2 for loop completion
* Run 1 for loop from 0 to n\*n and findout each cell size and update it with mx=max(mx,ds.size[ds.find(cellNo)])
* At last return mx

|  |
| --- |
| class Dsu  {      public:      vector<int> parent,size;      Dsu(int n)      {          parent.resize(n+1);          size.resize(n+1);          for(int i=0;i<=n;i++)          {              parent[i]=i;              size[i]=1;          }      }          int find(int node)          {              if(parent[node]==node) return node;              return parent[node]=find(parent[node]);          }          void unionBySize(int node1,int node2)          {              int ul\_p1=find(node1);              int ul\_p2=find(node2);              if(ul\_p1==ul\_p2) return;              if(size[ul\_p1] > size[ul\_p2])              {                  parent[ul\_p2]=ul\_p1;                  size[ul\_p1]+=size[ul\_p2];              }              else if(size[ul\_p1] < size[ul\_p2])              {                  parent[ul\_p1]=ul\_p2;                  size[ul\_p2]+=size[ul\_p1];              }              else              {                  parent[ul\_p2]=ul\_p1;                  size[ul\_p1]+=size[ul\_p2];              }          }    };  class Solution {  public:      bool isValid(int row,int col,int n)      {          return row>=0 && row<n && col>=0 && col<n;      }      int largestIsland(vector<vector<int>>& grid) {       int n = grid.size();          Dsu ds(n \* n);          // step - 1          for (int row = 0; row < n ; row++) {              for (int col = 0; col < n ; col++) {                  if (grid[row][col] == 0) continue;                  int dr[] = { -1, 0, 1, 0};                  int dc[] = {0, -1, 0, 1};                  for (int ind = 0; ind < 4; ind++) {                      int newr = row + dr[ind];                      int newc = col + dc[ind];                      if (isValid(newr, newc, n) && grid[newr][newc] == 1) {                          int nodeNo = row \* n + col;                          int adjNodeNo = newr \* n + newc;                          ds.unionBySize(nodeNo, adjNodeNo);                      }                  }              }          }          // step 2          int mx = 0;          for (int row = 0; row < n; row++) {              for (int col = 0; col < n; col++) {                  if (grid[row][col] == 1) continue;                  int dr[] = { -1, 0, 1, 0};                  int dc[] = {0, -1, 0, 1};                  set<int> components;                  for (int ind = 0; ind < 4; ind++) {                      int newr = row + dr[ind];                      int newc = col + dc[ind];                      if (isValid(newr, newc, n)) {                          if (grid[newr][newc] == 1) {                              components.insert(ds.find(newr \* n + newc));                          }                      }                  }                  int sizeTotal = 0;                  for (auto it : components) {                      sizeTotal += ds.size[it];                  }                  mx = max(mx, sizeTotal + 1);              }          }          for (int cellNo = 0; cellNo < n \* n; cellNo++) {              mx = max(mx, ds.size[ds.find(cellNo)]);          }          return mx;        }  }; |